



    
    
    

    
        Your customers hate MVPs. Make a SLC instead.

        "MVP" implies a selfish process, abusing customers so you can "learn." Instead, make the first version SLC: Simple, Loveable, and Complete.
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Disillusioned with MVP


Product teams have been repeating the MVP (Minimum Viable Product) mantra for a decade now, without re-evaluating whether it’s the right way to maximize learning while pleasing the customer.

Well, it’s not the best system. It’s selfish and it hurts customers. We don’t build MVPs at WP Engine.

The motivation behind the MVP is still valid:

	Build something small, because small things are quick and inexpensive to test.

	Get it into the market quickly, because real learning occurs only when real customers are using a real product.

	Trash it or hard-pivot if it’s a failure, or invest if it’s a seedling with potential.



MVPs are great for startups and product teams because they maximize so-called “validated learning” as quickly as possible. And while customer interviews are useful, you learn new things when a customer actually uses the product. But MVPs are a selfish act.

The problem is: Customers hate MVPs. Startups are encouraged by the great Reid Hoffman to “launch early enough that you’re embarrassed by your v1.0 release.” But no customer wants to use an unfinished product that the creators are embarrassed by. Customers want great products they can use now.

MVPs are too M and rarely V. Customers see that, and hate it. It might be great for the product team, but it’s bad for customers. And ultimately, what’s bad for customers is bad for the company.

Fortunately, there’s a better way to build and validate products. The insight comes from honoring the utility of MVPs (listed above) while giving just as much consideration to the customer’s experience.



SLC: Simple, Lovable, Complete


In order for the product to be small and delivered quickly, it has to be simple. Customers accept simple products every day. Even if it doesn’t do everything needed, as long as the product never claimed to do more than it does, customers are forgiving. For example, it was okay that early versions Google Docs had only 3% of the features of Microsoft Word, because Docs did a great job at what it was primarily designed for, which is simplicity and real-time collaboration.

Google Docs was simple, but also complete. This is decidedly different from the classic MVP, which by definition isn’t complete (in fact, it’s “embarrassing”). “Simple” is good, “incomplete” is not. The customer should have a genuine desire to use the product, as-is. Not because it’s version 0.1 of something complex, but because it’s version 1.0 of something simple.

It is not contradictory for products to be simple as well as complete. Examples include the first versions of WhatsApp, Snapchat, Stripe, Twilio, Twitter, and Slack. Some of those later expanded to add complexity (Snapchat, Stripe, Slack), whereas some kept it simple as a permanent value (Twitter, WhatsApp). Virgin Air and Southwest Airlines both started with just one route. Southwest Airlines is the most profitable US airline in history. Small, but complete.

The final ingredient, and the one most unlike MVP, is for the product to be lovable. People have to want to use it. Products that do less but are loved, are more successful than products which have more features and are disliked. The original, very-low-feature, very-highly-loved, hyper-successful early versions of all the products listed in the previous paragraph are examples. The Darwinian success loop of a product is a function of love, not of features.

There are many ways to generate love. “Minimum” and “viable” are definitely not among those ways. The current-in-vogue way is through design: Elegant UX combined with delightful UI. But there are other ways. The attitude and culture of the company itself can generate love, such as Buffer’s blog with its delightfully shocking transparency (including open salaries and corporate metrics) or MeetEdgar’s blog genuinely helping entrepreneurs or HubSpot’s blog which early on was at least as instrumental to their customers’ success as the actual product. Another way is through a deep connection to the psyche of customers, like Heroku who broke with marketing tradition by filling the homepage with command-line examples instead of benefit-statements, thereby connecting instantly with their geeky target customer:
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Read about “WTP” for many more examples of how to generate love.

From this reasoning, years ago I named what I believe is the correct alternative to the MVP: Simple, Lovable and Complete (SLC). We pronounce it “Slick.” As in: “What’s the ‘Slick’ version of your idea?”

SLC Summary

  Simple, because complex things can’t be built quickly, and you must ship quickly so you can learn quickly so you can create the right product before you run out of money and willpower.

  Lovable, because crappy products are insulting, and you didn’t start this company to make crappy products. The love overpowers the fact that the product is buggy and feature-poor. There are many wonderful, powerful, competitively-defensible forms of “Love.”  Pick some.

  Complete, because products are supposed to accomplish a job. Customers want to use a v1 of something simple, not v0.1 of something broken.



Life after SLC


Another benefit of SLC becomes apparent when you consider the next version of the product.

A SLC product does not require on-going development. It is possible that v1 should evolve for years into a v4, but you also have the option of not investing further, yet the product still creates value. An MVP that never gets additional investment is just a bad product. A SLC that never gets additional investment is a good, if modest product.

Many of the most successful software products in the world started as SLC, then grew in complexity, including examples we’ve already given (Google Docs and Snapchat).

The first iteration of Snapchat was a screen where tapping anywhere took a picture, that you could then send to someone else, at which time it disappeared. No video, no filters, no social networking, no commenting and no storage—Simple, yet Lovable and Complete, as evidenced by its rapid adoption. The insight of “no storage” was critical, but many people have theorized that the simplicity of the interface was also critical. The very fact that it was simple, while not sacrificing love-ability or completeness, caused its success.

Later they added lots of stuff—video, filters, timelines, “stories”, even video cameras inside sunglasses. It’s OK for products to become complex. Starting out SLC does not preclude becoming complex later.

WhatsApp was similar; it started with just a status message. Not a “post”, not a “chat”, no “timelines”, no “history”.  Just “What’s up?”, hence the name of the app. They found people abusing the system to communicate with each other without paying for SMS messages, so they added chat. Dropbox started with just one folder that would (eventually!) sync across devices. Twitter had only the 140-character messages; things like replies and re-tweets were invented by users, implemented by convention, and only later folded back into the platform as built-in features. The examples go on and on.



SLC breaks Maslow’s Product Hierarchy of Needs


People erroneously believe that product development should work like Abraham Maslow’s Hierarchy of Needs:
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		Figure 2: Maslow’s Hierarchy of Needs
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His insight is that you cannot achieve higher levels if you haven’t at least satisfied the lower levels: If you don’t know where your next meal is coming from, you’re not able to “creatively discover your true self.”

The framework is wrong, though this hasn’t stopped people from writing books and blog posts about it.  “At the time of its original publication in 1943, there was no empirical evidence to support the theory.” “In a 1976 review of Maslow’s hierarchy of needs, little evidence was found for the specific ranking of needs that Maslow described or for the existence of a definite hierarchy at all.” (From Wikipedia, with its own references.)

It’s wrong for Product also, but we act like it’s true.

If we roughly parallel Maslow, the Product Hierarchy looks something like this:





[image: Figure 3]
	
		Figure 3: Pseudo-Maslow Product Hierarchy
Meaningful - identity, belonging, higher purpose
Delightful - a pleasure to use
Easy to Use - effortless and intuitive
Reliable - always works as promised
Useful - fulfills a need; solves a problem

		
	




Following Maslow, we might say that if a product isn’t Useful then it doesn’t matter if it works all the time (Reliable) or is pretty to look at (Delightful), therefore “being useful” is the mandatory first “rung” of the ladder.  No reason to do anything else, if you’re not useful.

Indeed, that’s what traditional MVPs do: be minimally useful, disregarding all other levels as irrelevant until the first level is satisfied:





[image: Figure 4]
	
		Figure 4: The typical MVP is minimally useful only, perhaps also being easy to try.

		
	




This MVP attitude is further justified by projecting its future. We can map the behavior of mature products, especially in so-called “Enterprise Software” where the person who chooses to buy it isn’t the person who is forced to use it, and therefore the bottom of the pyramid is valued and the top is not:





[image: Figure 5]
	
		Figure 5: Mature products maximize the utility layers; do their users love it, or are they making an internal case for why it should be replaced with a more pleasant competitor?

		
	




The SLC attitude is different.  It agrees that we can’t fill much of any layer, because we need to ship it quickly and start getting feedback.  But it emphasizes different layers:





[image: Figure 6]
	
		Figure 6: SLC initially uses Delight to win the hearts of customers even though the product isn’t as useful or reliable as it will eventually be.

		
	




An SLC product evolves, already-happy customers are rewarded with additional features:





[image: Figure 7]
	
		Figure 7: SLC evolves in a fundamentally different way, creating differentiation beyond feature-bullet-points.

		
	




Perhaps a better way to look at it, is that SLC is both Delightful and Useful on day one, albeit with a scope of “Useful” that is small enough to be “Complete”:





[image: Figure 8]
	
		Figure 8: SLC as complete according to a narrow scope (left), but lacking features relative to the scope of a mature product (right).

		
	




Finally, a product that from inception is trying to “delight customers” is one that might actually deliver on the top of the pyramid: Meaning, personal identity, a higher purpose.  You see this in products where people tie their identity to owning or using the product, not just in consumer brands where this is obvious, but in the way that people love Linear because it honors the developer (instead of the project manager), or the way they love Basecamp because they support the culture and attitudes of 37signals, or the way they whip out Moleskine notebooks because it connects them to a romantic ideal of the brooding writer, or proudly wear Patagonia gear as a badge of their environmental consciousness, or the way they argue over Vim vs Emacs as a badge of geekery.

Almost no company cares about creating meaning for their customers. Here’s how I know: What metric are they tracking—let alone optimizing for—that measures meaning?  If none, then it’s out of sight, out of mind.  Clearly, you can build large and even great companies like this; most do. But if you did care about that, SLC is the right way to start the adventure.

The “pyramid” is useful for mapping out where you’re going to spend your time, but we need not traverse it from bottom to top. Products that prioritize delight win over products that don’t.

It’s really another way of prioritizing the customer—the human being, not just their “job to be done.”



With SLC, the outcomes are better and your options for next steps are better. It might fail; both SLCs and MVPs sometimes produce that result because you’re running an experiment. But if a SLC succeeds, you’ve already delivered real value to customers and you have multiple futures available to you, none of which are urgent. You could build a v2, and because you’re already generating value, you have more time to decide what that should look like. You could even query existing customers to determine exactly what v2 should entail, instead of a set of alpha-testers who just want to know “when are you going to fix this broken thing?”

Or, you can decide not to work on it. Not every product has to become complex. Not every product needs new major versions every two quarters. Some things can just remain simple, lovable, and complete.

Ask your customers. They’ll agree.



Many thanks to Devan Stormont for contributing to this article.





    
        The current version of this article:

        https://asmartbear.com/slc/
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        © 2017 Jason Cohen
    












    
    

    

  

  
  

  latex/e920473157d1e1f512a5ef54717ff990.png


latex/dc5fe22849e7a3f24559b8ff5a0103d9.png



latex/fb601432dd00ad53abbb15f9a42030a9.png


latex/3f90467b4733cd9bec0c385fa7c51773.png


latex/6b7bbcac62de88f2923f3d9de464d146.png


latex/7e898a51bc68272ca04972c42fc7d60a.png


latex/7064de62863d959c7ff075c265ecbf87.png


latex/defdb98d62baee85b95241fc7b8f3bfe.png


latex/14b1dbd5ac923077e224eac618f335a9.png


latex/30975b924065bcf07cb38b802864ccea.png


latex/1c3a8cdd4e4da44a5a2b5ed5d44096e5.png


latex/2a96bcd4fafac58158fefd5b1611d3d4.png


latex/828b2bd7597ab7247df7a31063283377.png


latex/a6cbfdb3b17a1dd3f05253e2b8018114.png


latex/2abdc6f1eb21b67054a62ca31e4986e7.png


latex/42e0ed60a50a5e179506980bc1863608.png


latex/9bec4afeebcb62585d9f0a4c463f57df.png


latex/3062c388d56cabc815c9465a3339d120.png


latex/f954dd9ab6d74b5421107e85a0499c9f.png


latex/776b511698d97825da6fe46aad4726c7.png


latex/0c969e7b2cd4964e85d7c1e9cc21c8c7.png


latex/d92f16e5e83d0ea94f85121cc10ef6b4.png


latex/7cb2cd220920ec6f3b5a236591e7602d.png


latex/fa22e5bacd169c1392cebe855882ec14.png


latex/7cedb6830c1098bc7408ef7566ca784c.png


latex/e75599808f674e110fe28d43289c0222.png


latex/a3274058767084bf4be23010b767dd3b.png


latex/14926e1aa0b3b77d7db8db4b47823a0c.png


latex/342a61a41bf245796cadae921922ae12.png


latex/9d6d846cb05a19a4f996327c424d852f.png


latex/771be76ff243d7148d847a45b76ff399.png


latex/dc72fb0eae5727c9d2a18c0c413b930f.png


cover-full.jpg


latex/24f7ba27599ae580ca3466e610100861.png


latex/e801b4d95a0dbd6cc0dea1d94c24e100.png


latex/1509abbc5de1afe5fa74bbcc52c8c6d2.png


latex/30c8cba78dde6433b9f839c45f8a7248.png


latex/2343a8a4206ee54ed356ddcbef981c0c.png


latex/485a7322822d43b74623b938df8d19e8.png


latex/5662bfad0d3261d51eff58e694145199.png


latex/1620427aad6243e252a264c60b1108ea.png


latex/8ffac4659e62c2294e6468d360167d7a.png


latex/aed08878e127dec9f958537a8f2052de.png


latex/dd3ac0de79a7ddee300316ed104c90ad.png


toc.xhtml

    Your customers hate MVPs. Make a SLC instead.

  
 
    
    
      Table of Contents


 
      
         

    		Cover


		Your customers hate MVPs. Make a SLC instead.



 



 
   
   
   © 2017 Jason Cohen


   Built on Jan 10, 2025




latex/93121fd6517ae0bda819de6bd1db6e51.png


latex/39bf67cae4986f4c49a897b5e9a63fd2.png


latex/198ffad37133e0d2b3866d3ee79f7c34.png


latex/668043ea00be7d10c8e3fd48d21d127d.png


latex/cfdfbecbae0553bf996c6a7b750d431f.png


latex/ff1091bdc4298783d902e197ccc41ef2.png


i/bear-text.png


latex/65f7d77c40c6605b4fab4069e76a5fc2.png


latex/6bb5b3e539fa991182df3d707ed60711.png


latex/ea43b6dae554fbb6ea7856259615a6d9.png


latex/7195e9c4f65c9c8576423f045cc3d1aa.png


latex/b04cfbdbe0796edaccfa98d6032dbfee.png


latex/ede098531233099a1a70465a56c52aa8.png


latex/43cc7d9b922b7e6c8618d5c799d655ff.png



chapters/slc/slc-delight-2172013809a1ced0-light.png


latex/1386e98b33b57041fba768e4818e7625.png


latex/60adcdddfc027cd162e6272756282ba0.png


chapters/slc/product-maslow-b902eb9f6501d7ae-light.png


latex/6fd3fe319c24ca4ab9c50c284d3c4db1.png


chapters/slc/mvp-7c10ee767e88b6ad-light.png


chapters/slc/mature-4a24a816aaded5d1-light.png


chapters/slc/maslows-hierarchy-of-needs-0d09865990a8b26c-light.png


latex/264754ab73bee86e019c09becef0f4f2.png


latex/bc547a9e33645cb9a005ad0ec3245e92.png


chapters/slc/herokuscreenshot-500x424-75b0546ca83e7fcf-light.png


latex/0679e8e70c8c6b7520022e28657b18a8.png


chapters/slc/7670print-c322b3731b0a6ecc-light.jpg


latex/6db8ebe68ce82d0304a62266203bc803.png


latex/f8b0ea602a277c0e1add7983f010f030.png


latex/9bc6a42a7a82c56000cefc56efd7a023.png


latex/eba50c45ae61f302b24a83a3e84dc92d.png


latex/055f925ed8bb7995bc4cc36c7818c281.png


latex/cbf22c5d3bf6a7b02bdf47ee4ec9d222.png


latex/1dfc938cf6b8a75c632350beab173f75.png


latex/b2d4504f193ed70aa09877285f08dba2.png


latex/a24da0ea8e10dc5e79ad1f3d184d1145.png


latex/c7a23203ea3facf8d0f5865becef4724.png


latex/da7393dac0db73f11e58d2550914f23a.png


latex/acef0d5983bf0cc51c8644ba703df1d7.png


chapters/slc/v1-10-d8297436933ababd-light.png


chapters/slc/slc-later-294ee5a631f084c8-light.png


